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1. **What are the implicit objects?** - Implicit objects are objects that are created by the web container and contain information related to a particular request, page, or application. They are: request, response, pageContext, session, application, out, config, page, exception.
2. **Is JSP technology extensible?** - Yes. JSP technology is extensible through the development of custom actions, or tags, which are encapsulated in tag libraries.
3. **How can I implement a thread-safe JSP page? What are the advantages and Disadvantages of using it?** - You can make your JSPs thread-safe by having them implement the SingleThreadModel interface. This is done by adding the directive <%@ page isThreadSafe="false" %> within your JSP page. With this, instead of a single instance of the servlet generated for your JSP page loaded in memory, you will have N instances of the servlet loaded and initialized, with the service method of each instance effectively synchronized. You can typically control the number of instances (N) that are instantiated for all servlets implementing SingleThreadModel through the admin screen for your JSP engine. More importantly, avoid using the tag for variables. If you do use this tag, then you should set isThreadSafe to true, as mentioned above. Otherwise, all requests to that page will access those variables, causing a nasty race condition. SingleThreadModel is not recommended for normal use. There are many pitfalls, including the example above of not being able to use <%! %>. You should try really hard to make them thread-safe the old fashioned way: by making them thread-safe
4. **How does JSP handle run-time exceptions?** - You can use the errorPage attribute of the page directive to have uncaught run-time exceptions automatically forwarded to an error processing page. For example: <%@ page errorPage="error.jsp" %>  
   redirects the browser to the JSP page error.jsp if an uncaught exception is encountered during request processing. Within error.jsp, if you indicate that it is an error-processing page, via the directive: <%@ page isErrorPage="true" %> Throwable object describing the exception may be accessed within the error page via the exception implicit object. Note: You must always use a relative URL as the value for the errorPage attribute.
5. **How do I prevent the output of my JSP or Servlet pages from being cached by the browser?** - You will need to set the appropriate HTTP header attributes to prevent the dynamic content output by the JSP page from being cached by the browser. Just execute the following scriptlet at the beginning of your JSP pages to prevent them from being cached at the browser. You need both the statements to take care of some of the older browser versions.

<%  
response.setHeader("Cache-Control","no-store"); //HTTP 1.1  
response.setHeader("Pragma","no-cache"); //HTTP 1.0  
response.setDateHeader ("Expires", 0); //prevents caching at the proxy server  
%>

1. **How do I use comments within a JSP page?** - You can use “JSP-style” comments to selectively block out code while debugging or simply to comment your scriptlets. JSP comments are not visible at the client. For example:
2. <%-- the scriptlet is now commented out
3. <%
4. out.println("Hello World");
5. %>
6. --%>

You can also use HTML-style comments anywhere within your JSP page. These comments are visible at the client. For example:

<!-- (c) 2004 -->

Of course, you can also use comments supported by your JSP scripting language within your scriptlets. For example, assuming Java is the scripting language, you can have:

<%

//some comment

/\*\*

yet another comment

\*\*/

%>

1. **Response has already been commited error. What does it mean?** - This error show only when you try to redirect a page after you already have written something in your page. This happens because HTTP specification force the header to be set up before the lay out of the page can be shown (to make sure of how it should be displayed, content-type=”text/html” or “text/xml” or “plain-text” or “image/jpg”, etc.) When you try to send a redirect status (Number is line\_status\_402), your HTTP server cannot send it right now if it hasn’t finished to set up the header. If not starter to set up the header, there are no problems, but if it ’s already begin to set up the header, then your HTTP server expects these headers to be finished setting up and it cannot be the case if the stream of the page is not over… In this last case it’s like you have a file started with <HTML Tag><Some Headers><Body>some output (like testing your variables.) Before you indicate that the file is over (and before the size of the page can be setted up in the header), you try to send a redirect status. It s simply impossible due to the specification of HTTP 1.0 and 1.1
2. **How do I use a scriptlet to initialize a newly instantiated bean?** - A jsp:useBean action may optionally have a body. If the body is specified, its contents will be automatically invoked when the specified bean is instantiated. Typically, the body will contain scriptlets or jsp:setProperty tags to initialize the newly instantiated bean, although you are not restricted to using those alone.  
   The following example shows the “today” property of the Foo bean initialized to the current date when it is instantiated. Note that here, we make use of a JSP expression within the jsp:setProperty action.
3. <jsp:useBean id="foo" class="com.Bar.Foo" >
4. <jsp:setProperty name="foo" property="today"
5. value="<%=java.text.DateFormat.getDateInstance().format(new java.util.Date()) %>"/ >
6. <%-- scriptlets calling bean setter methods go here --%>
7. </jsp:useBean >
8. **How can I enable session tracking for JSP pages if the browser has disabled cookies?** - We know that session tracking uses cookies by default to associate a session identifier with a unique user. If the browser does not support cookies, or if cookies are disabled, you can still enable session tracking using URL rewriting. URL rewriting essentially includes the session ID within the link itself as a name/value pair. However, for this to be effective, you need to append the session ID for each and every link that is part of your servlet response. Adding the session ID to a link is greatly simplified by means of of a couple of methods: response.encodeURL() associates a session ID with a given URL, and if you are using redirection, response.encodeRedirectURL() can be used by giving the redirected URL as input. Both encodeURL() and encodeRedirectedURL() first determine whether cookies are supported by the browser; if so, the input URL is returned unchanged since the session ID will be persisted as a cookie. Consider the following example, in which two JSP files, say hello1.jsp and hello2.jsp, interact with each other. Basically, we create a new session within hello1.jsp and place an object within this session. The user can then traverse to hello2.jsp by clicking on the link present within the page.Within hello2.jsp, we simply extract the object that was earlier placed in the session and display its contents. Notice that we invoke the encodeURL() within hello1.jsp on the link used to invoke hello2.jsp; if cookies are disabled, the session ID is automatically appended to the URL, allowing hello2.jsp to still retrieve the session object. Try this example first with cookies enabled. Then disable cookie support, restart the brower, and try again. Each time you should see the maintenance of the session across pages. Do note that to get this example to work with cookies disabled at the browser, your JSP engine has to support URL rewriting.
9. hello1.jsp
10. <%@ page session="true" %>
11. <%
12. Integer num = new Integer(100);
13. session.putValue("num",num);
14. String url =response.encodeURL("hello2.jsp");
15. %>
16. <a href='<%=url%>'>hello2.jsp</a>
17. hello2.jsp
18. <%@ page session="true" %>
19. <%
20. Integer i= (Integer )session.getValue("num");
21. out.println("Num value in session is "+i.intValue());
22. **How can I declare methods within my JSP page?** - You can declare methods for use within your JSP page as declarations. The methods can then be invoked within any other methods you declare, or within JSP scriptlets and expressions. Do note that you do not have direct access to any of the JSP implicit objects like request, response, session and so forth from within JSP methods. However, you should be able to pass any of the implicit JSP variables as parameters to the methods you declare. For example:
23. <%!
24. public String whereFrom(HttpServletRequest req) {
25. HttpSession ses = req.getSession();
26. ...
27. return req.getRemoteHost();
28. }
29. %>
30. <%
31. out.print("Hi there, I see that you are coming in from ");
32. %>
33. <%= whereFrom(request) %>
34. Another Example
35. file1.jsp:
36. <%@page contentType="text/html"%>
37. <%!
38. public void test(JspWriter writer) throws IOException{
39. writer.println("Hello!");
40. }
41. %>
42. file2.jsp
43. <%@include file="file1.jsp"%>
44. <html>
45. <body>
46. <%test(out);% >
47. </body>
48. </html>
49. Is there a way I can set the inactivity lease period on a per-session basis? - Typically, a default inactivity lease period for all sessions is set within your JSP engine admin screen or associated properties file. However, if your JSP engine supports the Servlet 2.1 API, you can manage the inactivity lease period on a per-session basis. This is done by invoking the HttpSession.setMaxInactiveInterval() method, right after the session has been created. For example:
50. <%
51. session.setMaxInactiveInterval(300);
52. %>

would reset the inactivity period for this session to 5 minutes. The inactivity interval is set in seconds.

1. **How can I set a cookie and delete a cookie from within a JSP page?** - A cookie, mycookie, can be deleted using the following scriptlet:
2. <%
3. //creating a cookie
4. Cookie mycookie = new Cookie("aName","aValue");
5. response.addCookie(mycookie);
6. //delete a cookie
7. Cookie killMyCookie = new Cookie("mycookie", null);
8. killMyCookie.setMaxAge(0);
9. killMyCookie.setPath("/");
10. response.addCookie(killMyCookie);
11. %>
12. **How does a servlet communicate with a JSP page?** - The following code snippet shows how a servlet instantiates a bean and initializes it with FORM data posted by a browser. The bean is then placed into the request, and the call is then forwarded to the JSP page, Bean1.jsp, by means of a request dispatcher for downstream processing.
13. public void doPost (HttpServletRequest request, HttpServletResponse response) {
14. try {
15. govi.FormBean f = new govi.FormBean();
16. String id = request.getParameter("id");
17. f.setName(request.getParameter("name"));
18. f.setAddr(request.getParameter("addr"));
19. f.setAge(request.getParameter("age"));
20. //use the id to compute
21. //additional bean properties like info
22. //maybe perform a db query, etc.
23. // . . .
24. f.setPersonalizationInfo(info);
25. request.setAttribute("fBean",f);
26. getServletConfig().getServletContext().getRequestDispatcher
27. ("/jsp/Bean1.jsp").forward(request, response);
28. } catch (Exception ex) {
29. . . .
30. }
31. }

The JSP page Bean1.jsp can then process fBean, after first extracting it from the default request scope via the useBean action.

jsp:useBean id="fBean" class="govi.FormBean" scope="request"

/ jsp:getProperty name="fBean" property="name"

/ jsp:getProperty name="fBean" property="addr"

/ jsp:getProperty name="fBean" property="age"

/ jsp:getProperty name="fBean" property="personalizationInfo" /

1. **How do I have the JSP-generated servlet subclass my own custom servlet class, instead of the default?** - One should be very careful when having JSP pages extend custom servlet classes as opposed to the default one generated by the JSP engine. In doing so, you may lose out on any advanced optimization that may be provided by the JSP engine. In any case, your new superclass has to fulfill the contract with the JSP engine by:  
   Implementing the HttpJspPage interface, if the protocol used is HTTP, or implementing JspPage otherwise Ensuring that all the methods in the Servlet interface are declared final Additionally, your servlet superclass also needs to do the following:
   * The service() method has to invoke the \_jspService() method
   * The init() method has to invoke the jspInit() method
   * The destroy() method has to invoke jspDestroy()

If any of the above conditions are not satisfied, the JSP engine may throw a translation error.  
Once the superclass has been developed, you can have your JSP extend it as follows:

<%@ page extends="packageName.ServletName" %>

1. **How can I prevent the word "null" from appearing in my HTML input text fields when I populate them with a resultset that has null values?** - You could make a simple wrapper function, like
2. <%!
3. String blanknull(String s) {
4. return (s == null) ? "" : s;
5. }
6. %>
7. then use it inside your JSP form, like
8. <input type="text" name="shoesize" value="<%=blanknull(shoesize)% >" >
9. **How can I get to print the stacktrace for an exception occuring within my JSP page?** - By printing out the exception’s stack trace, you can usually diagonse a problem better when debugging JSP pages. By looking at a stack trace, a programmer should be able to discern which method threw the exception and which method called that method. However, you cannot print the stacktrace using the JSP out implicit variable, which is of type JspWriter. You will have to use a PrintWriter object instead. The following snippet demonstrates how you can print a stacktrace from within a JSP error page:
10. <%@ page isErrorPage="true" %>
11. <%
12. out.println(" ");
13. PrintWriter pw = response.getWriter();
14. exception.printStackTrace(pw);
15. out.println(" ");
16. %>
17. **How do you pass an InitParameter to a JSP?** - The JspPage interface defines the jspInit() and jspDestroy() method which the page writer can use in their pages and are invoked in much the same manner as the init() and destory() methods of a servlet. The example page below enumerates through all the parameters and prints them to the console.
18. <%@ page import="java.util.\*" %>
19. <%!
20. ServletConfig cfg =null;
21. public void jspInit(){
22. ServletConfig cfg=getServletConfig();
23. for (Enumeration e=cfg.getInitParameterNames(); e.hasMoreElements();) {
24. String name=(String)e.nextElement();
25. String value = cfg.getInitParameter(name);
26. System.out.println(name+"="+value);
27. }
28. }
29. %>
30. **How can my JSP page communicate with an EJB Session Bean?** - The following is a code snippet that demonstrates how a JSP page can interact with an EJB session bean:
31. <%@ page import="javax.naming.\*, javax.rmi.PortableRemoteObject, foo.AccountHome, foo.Account" %>
32. <%!
33. //declare a "global" reference to an instance of the home interface of the session bean
34. AccountHome accHome=null;
35. public void jspInit() {
36. //obtain an instance of the home interface
37. InitialContext cntxt = new InitialContext( );
38. Object ref= cntxt.lookup("java:comp/env/ejb/AccountEJB");
39. accHome = (AccountHome)PortableRemoteObject.narrow(ref,AccountHome.class);
40. }
41. %>
42. <%
43. //instantiate the session bean
44. Account acct = accHome.create();
45. //invoke the remote methods
46. acct.doWhatever(...);
47. // etc etc...

%>

# [How to generate MD5 Hash in Java - String Byte Array digest Example](http://javarevisited.blogspot.in/2013/03/generate-md5-hash-in-java-string-byte-array-example-tutorial.html)

There are multiple ways to generate MD5 hash in Java program. Not only Java API provides convenient method to generate MD5 hash, you can also use popular open source frameworks, like Spring and Apache commons Codec to generate MD5 digest in Java. MD5 is popular Message Digest Algorithm, which is most commonly used to check data integrity e.g. comparing MD5 check-sum to see, if any file is altered or not. Though, MD5 was not considered a good cryptographic algorithm for security purpose due to several vulnerability found on it, it's still good enough or checking integrity of file. MD5 hashing algorithm generate a 128 bit or 16 byte long hash value. *MD5 hash values*, also known as *MD5 digest* is mostly represented as 32 character Hex String. You can generate MD5 hash from a [byte array](http://javarevisited.blogspot.sg/2012/12/how-to-compare-arrays-in-java-equals-deepequals-primitive-object.html), or [String](http://javarevisited.blogspot.com/2012/08/convert-inputstream-to-string-java-example-tutorial.html) directly using Java, Spring and Apache commons codec. Spring and Apache commons codec has identical API e.g. class name DigestUtils is same and allows you to directly generate MD5 hash as Hex String, while if you use Java than you need to convert byte array to Hex String, as java.security.MessageDigest.digest() method returns MD5 hash as byte array. Earlier we have seen, [How to encode and decode String in base64 encoding](http://javarevisited.blogspot.com/2012/02/how-to-encode-decode-string-in-java.html), and In this Java tutorial we will see,*How to generate MD5 hash or digest using Java*, Spring and Apache commons code library.

## How to Generate MD5 hash in Java - example
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import java.io.UnsupportedEncodingException;

import java.security.MessageDigest;

import java.security.NoSuchAlgorithmException;

import java.util.logging.Level;

import java.util.logging.Logger;

import org.apache.commons.codec.digest.DigestUtils;

*/\*\**

*\* Java program to generate MD5 hash or digest for String. In this example*

*\* we will see 3 ways to create MD5 hash or digest using standard Java API,*

*\* Spring framework and open source library, Apache commons codec utilities.*

*\* Generally MD5 has are represented as Hex String so each of this function*

*\* will return MD5 hash in hex format.*

*\**

*\* @author Javin Paul*

*\*/*

public class MD5Hash {

public static void main(String args[]) {

String password = "password";

System.out.println("MD5 hash generated using Java : " + md5Java(password));

System.out.println("MD5 digest generated using : " + md5Spring(password));

System.out.println("MD5 message created by Apache commons codec : " + md5ApacheCommonsCodec(password));

}

public static String md5Java(String message){

String digest = null;

try {

MessageDigest md = MessageDigest.getInstance("MD5");

byte[] hash = md.digest(message.getBytes("UTF-8"));

*//converting byte array to Hexadecimal String*

StringBuilder sb = new StringBuilder(2\*hash.length);

for(byte b : hash){

sb.append(String.format("%02x", b&0xff));

}

digest = sb.toString();

} catch (UnsupportedEncodingException ex) {

Logger.getLogger(StringReplace.class.getName()).log(Level.SEVERE, null, ex);

} catch (NoSuchAlgorithmException ex) {

Logger.getLogger(StringReplace.class.getName()).log(Level.SEVERE, null, ex);

}

return digest;

}

*/\**

*\* Spring framework also provides overloaded md5 methods. You can pass input*

*\* as String or byte array and Spring can return hash or digest either as byte*

*\* array or Hex String. Here we are passing String as input and getting*

*\* MD5 hash as hex String.*

*\*/*

public static String md5Spring(String text){

return DigestUtils.md5Hex(text);

}

*/\**

*\* Apache commons code provides many overloaded methods to generate md5 hash. It contains*

*\* md5 method which can accept String, byte[] or InputStream and can return hash as 16 element byte*

*\* array or 32 character hex String.*

*\*/*

public static String md5ApacheCommonsCodec(String content){

return DigestUtils.md5Hex(content);

}

}

Output:

MD5 hash generated using Java : 5f4dcc3b5aa765d61d8327deb882cf99

MD5 digest generated using : 5f4dcc3b5aa765d61d8327deb882cf99

MD5 message created by Apache commons code : 5f4dcc3b5aa765d61d8327deb882cf99

That's all on **How to generate MD5 hash or digest in Java**. As you have seen, there is more than one way to generate MD5 digest, both in byte array as well as Hex String format. Just remember to specify file encoding to String.getBytes() method, until you have not using any application wide [character encoding](http://javarevisited.blogspot.com/2012/01/get-set-default-character-encoding.html). Since String.getBytes() uses platform specific encoding which could be different in your windows development machine and production Linux Server. Also, consider using Spring or Apache Commons Code to generate MD5 Hash value, if you are already using these libraries. It's always best to reuse library code than writing your own MD5 hash function, to avoid testing overhead.

Read more: [http://javarevisited.blogspot.com/2013/03/generate-md5-hash-in-java-string-byte-array-example-tutorial.html#ixzz2OL07L9rL](http://javarevisited.blogspot.com/2013/03/generate-md5-hash-in-java-string-byte-array-example-tutorial.html" \l "ixzz2OL07L9rL)

# [3 Example to print array values in Java - toString and deepToString from Arrays](http://javarevisited.blogspot.in/2012/12/3-example-to-print-array-values-in-java.html)

Printing array values in Java or values of array element in Java would have been much easier if  arrays are allowed to directly prints its values whenever used inside System.out.println() or [format and printf method](http://javarevisited.blogspot.sg/2012/08/how-to-format-string-in-java-printf.html), Similar to various classes in Java do this by [overriding toString() method](http://javarevisited.blogspot.sg/2012/09/override-tostring-method-java-tips-example-code.html). Despite being an object, array in Java doesn't print any meaningful representation of its content when passed toSystem.out.println() or any other print methods. If you are using array in method argument or any other prominent place in code and actually interested in values of array then you don't have much choice than for loop until Java 1.4. Things has been changed since Java 5 because it introduced two extremely convenient methods for printing values of both primitive and [object arrays in Java](http://javarevisited.blogspot.sg/2012/12/what-is-object-in-java-or-oops-example.html). Arrays.toString(array) andArrays.deepToString(twoDimensionArray) can print values of any array. Main difference between Arrays.toString() and Arrays.deepToString  is that deepToString is used to print values of multidimensional array which is far more convenient than nesting of multiple for loops. In this Java tutorial we will see **3 different ways of printing array values in Java** or value of element from Array in Java.

## 3 ways to print array values in Java

As I said there is no direct way to print values of array in Java if you directly pass primitive or object array to System.out.println() you will receive following output:

**System**.out.println("Print array values in Java 1.4 :" + **Arrays**.asList(sArray));  
**System**.out.println("Print array values in Java 1.4 :" + **Arrays**.asList(iArray));  
  
Output:  
Printing **Integer** array in Java: [I@15b7986  
Printing **String** array in Java: [Ljava.lang.**String**;@87816d

You can't decipher anything until you are quite familiar of this array format and even then it doesn't tell anything about contents of array. It just print type of element and [hashcode](http://javarevisited.blogspot.sg/2011/02/how-to-write-equals-method-in-java.html). In order to print values of array you can use any of following 3 examples:

1) Use enhanced for loop or classic for loop with lenth of array.

2) Use Arrays.asList() to convert Array into [ArrayList](http://javarevisited.blogspot.sg/2011/05/example-of-arraylist-in-java-tutorial.html) and than print

3) Use Java 5 Arrays.toString() and Arrays.deepToString() methods

## Print Array Value Example 1: Using for loop
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**//** **Classic for loop before Java 5**

**private** **static** **int**[] iArray = **new** **int**[]{1, 2,3,4, 5};  
  
for(**int** i=0; i< iArray.length; i++){  
   **System**.out.print(iArray[i] +", ");  
}  
  
Output:  
1, 2, 3, 4, 5,  
  
//Enhanced for loop from Java 1.5  
for(**int** i : iArray){  
   **System**.out.print(i +", ");  
}

As you see using enhanced for loop for printing array values is more concise and clean.

## Print Array Values Example 2: Using Arrays.asList

Arrays.asList() method is used to [convert Array into ArrayList](http://javarevisited.blogspot.sg/2011/06/converting-array-to-arraylist-in-java.html) and as you know Collection classes overrides [toString method](http://javarevisited.blogspot.sg/2012/09/override-tostring-method-java-tips-example-code.html) to print there contents. By converting array into List we can leverage that property and print values from ArrayList instead of Array. Only limitation of this approach is it doesn't print contents of array if array is of primitive type like int, float or double but works well if Array contains objects like String. Arrays.asList() is also used to [create and initialize List in one line](http://javarevisited.blogspot.sg/2012/12/how-to-initialize-list-with-array-in-java.html). By the way here is simple code example of *displaying values form array* *in Java* using Arrays.asList() method:

**System**.out.println("Print String array values in Java 1.4 :" + **Arrays**.asList(sArray));  
**System**.out.println("Print int array values in Java 1.4 :" + **Arrays**.asList(iArray));  
  
Output:  
Print **String** array values in Java 1.4 :[abc, bcd, def, efg]  
Print **int** array values in Java 1.4 :[[I@15b7986]

## Print Array Value Example 3: using Arrays.toString and Arrays.deepToString

This is by far best and recommended way of printing values from Array in Java. Only caveat is that Arrays.toString() and Arrays.deepToString() are added from Java 5 onwards along with other features e.g. [Generics](http://javarevisited.blogspot.sg/2011/09/generics-java-example-tutorial.html), [varargs](http://javarevisited.blogspot.sg/2011/09/variable-argument-in-java5-varargs.html) or static [import](http://javarevisited.blogspot.sg/2012/10/what-is-static-import-in-java-5-example-tutorial.html). Use Arrays.toString() method to print both primitive and object single or one dimension array and use Arrays.deepToString() method to print values from two dimensional or multidimensional array (array of array in Java). Here is a simple example of printing array values using Arrays.toString() and Arrays.deepToString() in Java:

**System**.out.println("Print values of Integer array in Java: " + **Arrays**.toString(iArray));  
**System**.out.println("Print values of String array in Java: " + **Arrays**.toString(sArray));  
        
**int**[][] twoDimensionArray = **new** **int**[][]{  
                                    {1,2,3},  
                                    {10,20,30},  
                                    {100,200,300},  
                                    };  
**System**.out.println("Print two dimensional array in Java: " + **Arrays**.deepToString(twoDimensionArray));  
  
Output:  
Print values of **Integer** array in Java: [1, 2, 3, 4, 5]  
Print values of **String** array in Java: [abc, bcd, def, efg]  
Print two dimensional array in Java: [[1, 2, 3], [10, 20, 30], [100, 200, 300]]

## Java program to print array values

Here is the combined examples of printing value of elements from Array in Java using above three examples. Best way to print elements of Array is to use new methods added in java.util.Arrays class in Java 5 e.g. toString() and deepToString().

**import** java.util.Arrays;  
  
**public** **class** PrintArrayExample {  
  
    **private** **static** **int**[] intArray = **new** **int**[]{1, 2,3,4, 5};  
    **private** **static** **String**[] strArray = **new** **String**[]{"abc", "bcd", "def", "efg"};  
      
    **public** **static** **void** main(**String** args[]) {  
        **System**.out.println("Java Example to print int array in Java: " + intArray);  
        **System**.out.println("Java Example to print string array in Java: " + strArray);  
        
        *//generic way of printing values of array before java 5*  
        for(**int** i=0; i< intArray.length; i++){  
            **System**.out.print(intArray[i] +", ");  
        }  
        
        *//printing array values using enhanced for loop java 1.5*  
        for(**int** i : intArray){  
            **System**.out.print(i +", ");  
        }   
        
        *//another way to print array values in Java 1.4 is using Arrays.asList*  
        **System**.out.println("Java Example to print String array values in Java 1.4 :"

                            + **Arrays**.asList(strArray));  
        **System**.out.println("Java Example to int array values in Java 1.4 :"

                            + **Arrays**.asList(intArray));  
        
        *//better way of printing values of array in java 1.5*  
        **System**.out.println("Java Example to print values of array in Java: "

                            + **Arrays**.toString(intArray));  
        **System**.out.println("Java Example to print values of array in Java: "

                            + **Arrays**.toString(strArray));  
        
        **int**[][] twoDimensionArray = **new** **int**[][]{  
                                    {1,2,3},  
                                    {10,20,30},  
                                    {100,200,300},  
                                    };  
        **System**.out.println("Java Example to print two dimensional array in Java: "

                            + **Arrays**.deepToString(twoDimensionArray));  
  
    }  
}  
  
**Output:**  
Java Example to print **int** array in Java: [I@1820dda  
Java Example to print string array in Java: [Ljava.lang.**String**;@15b7986  
1, 2, 3, 4, 5, 1, 2, 3, 4, 5, Java Example to print **String** array values in Java 1.4 :[abc, bcd, def, efg]  
Java Example to **int** array values in Java 1.4 :[[I@1820dda]  
Java Example to print values of array in Java: [1, 2, 3, 4, 5]  
Java Example to print values of array in Java: [abc, bcd, def, efg]  
Java Example to print two dimensional array in Java: [[1, 2, 3], [10, 20, 30], [100, 200, 300]]

That's all on how to print array values in Java. we have seen three different example to display contents of array in Java and most easy and convenient approach is using Arrays.toString() and Arrays.deepToString(). if you are using Java 5.

Read more: [http://javarevisited.blogspot.com/2012/12/3-example-to-print-array-values-in-java.html#ixzz2OL0NNKFf](http://javarevisited.blogspot.com/2012/12/3-example-to-print-array-values-in-java.html" \l "ixzz2OL0NNKFf)

### Difference between HashMap and ConcurrentHashMap in Java Collection

**HashMap vs ConcurrentHashMap in Java**  
ConcurrentHashMap in Java is introduced as an alternative of [Hashtable in Java](http://javarevisited.blogspot.sg/2012/01/java-hashtable-example-tutorial-code.html), which is a synchronized collection class, that makes the main difference between HashMap and ConcurrentHashMap which is one is non synchronized , non [thread safe](http://javarevisited.blogspot.sg/2012/03/simpledateformat-in-java-is-not-thread.html)and not for use in Concurrent multi-threaded environment while ConcurrentHashMap is a thread-safe collection and intended to be used as primary Map implementation especially for multi-threaded and Concurrent environment. Apart from thread-safety there are some subtle differences between HashMap and ConcurrentHashMap which we will see in this article. By the way Difference between HashMap and ConcurrentHashMap as well as [ConcurrentHashMap vs Hashtable](http://javarevisited.blogspot.sg/2011/04/difference-between-concurrenthashmap.html) are two popular [core Java interview question](http://javarevisited.blogspot.sg/2011/04/top-20-core-java-interview-questions.html), mostly asked on senior level Java programmers.

### Difference between HashMap and ConcurrentHashMap in Java

[![Difference between ConcurrentHashMap and HashMap in Java Collection](data:image/gif;base64,R0lGODlhMgAyAMQAAL7ikLjfh+r12q3adNTstfr99u/45OTz0fT67c7prMPkmbPdftnuv8nno9/wyP///6jYawAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAACH5BAAAAAAALAAAAAAyADIAAAXmICSOZGmeaKqubOu+cCzPdG3feK7vfO//wKBwSCwaj8ikcsm8BQa8gErwqD4AkAC1QIgBrFVRAvEQYE+CLslwyD4asG8p8FBAGAVUulQXGdQjBgYDAwhtJHIkCQ8iX1ImVA9cIlciAgIlCwUOB4MlX1UIUgSYEAOVJk8DDA9SqJcmXwWPJANSAQaYpCKnZymVfRB/sZK0JwSMi42tJw1QyFJsbnAkmqQIUIhYAwJtdHZ4KGBqWpKAgZgDBYcji6GPYw8GdicDAAALc9kxC/epTQADChxIsKDBgwgTKlzIsKHDhxCXhAAAOw==)](http://javarevisited.blogspot.sg/2011/08/enum-in-java-example-tutorial.html)In this section we will see some more details about HashMap and ConcurrentHashMap and compare them on various parameters like thread-safety, synchronization, performance, ease of use etc.  
  
1) As I said earlier first significant difference between HashMap and ConcurrentHashMap is that later is[thread-safe](http://javarevisited.blogspot.sg/2012/01/how-to-write-thread-safe-code-in-java.html) and can be used in concurrent environment without external synchronization. Though it doesn't provide same level of synchronization as achieved by using Hashtable but its enough for most practical purpose.  
  
2)You can make HashMap synchronized by wrapping it on Collections.synchornizedMap(HashMap) which will return a collection which is almost equivalent to Hashtable, where every modification operation on Map is locked on Map object while in case of ConcurrentHashMap, thread-safety is achieved by dividing whole Map into different partition based upon [Concurrency](http://javarevisited.blogspot.sg/2012/07/cyclicbarrier-example-java-5-concurrency-tutorial.html)level and only locking particular portion instead of locking whole Map.  
  
3) ConcurrentHashMap is more scalable and performs better than Synchronized HashMap in multi-threaded environment while in Single threaded environment both HashMap and ConcurrentHashMap gives comparable performance, where HashMap only slightly better.  
  
  
In Summary Main difference between ConcurrentHashMap and HashMap in [Java Collection](http://javarevisited.blogspot.sg/2011/11/collection-interview-questions-answers.html) turns out to be thread-safety, Scalability and Synchronization. ConcurrentHashMap is better choice than synchronized HashMap if you are using them as cache, which is most popular use case of a Map in Java application. ConcurrentHashMap is more scalable and outperform when number of reader threads outnumber number of writer threads.

# [Difference between transient and volatile keyword in Java](http://javarevisited.blogspot.in/2012/03/difference-between-transient-and.html)

Surprisingly "**Difference between transient and volatile keyword in Java**" has asked many times on [various java interview](http://javarevisited.blogspot.com/2011/04/top-20-core-java-interview-questions.html). volatile and transient are two completely different keywords from different areas of Java programming language. transient keyword is used during [serialization of Java object](http://javarevisited.blogspot.com/2011/04/top-10-java-serialization-interview.html) while volatile is related to visibility of variables modified by multiple thread during concurrent programming. Only similarity between volatile and transient is that they are less used or uncommon keywords and not as popular as public, [static](http://javarevisited.blogspot.com/2011/11/static-keyword-method-variable-java.html) or [final](http://javarevisited.blogspot.com/2011/12/final-variable-method-class-java.html). Anyway its good to know what transient keyword do in Java or how to use volatile keyword in Java. In this article we will couple of points between volatile and transient which can be used to answer this interview question.

[![Difference between transient and volatile keyword in Java](data:image/jpeg;base64,/9j/4AAQSkZJRgABAQEAYABgAAD/2wBDAAoGBgcHBwoICAoOCggKDhENCgoNERMPDxAPDxMWERISEhIRFhMWFxgXFhMdHR8fHR0pKCgoKSsrKysrKysrKyv/2wBDAQsKCg8ODxcRERcZFBIUGR8dHR0dHyMfHx8fHyMmIiAgICAiJiQlIyMjJSQoKCYmKCgrKysrKysrKysrKysrKyv/wAARCAAyADIDAREAAhEBAxEB/8QAGwAAAQUBAQAAAAAAAAAAAAAAAwACBAUHAQb/xAAyEAACAQIDBAcJAAMAAAAAAAABAgMABAUREhMUIVEVIjIzcpKxIyUxQVJTYXGRJGNz/8QAGgEAAQUBAAAAAAAAAAAAAAAABgABAgMEBf/EADERAAEDAgQDBgUFAQAAAAAAAAEAAhEDBBITIVEUMXEiI0FhcpEFJDJCgTRSocHR4f/aAAwDAQACEQMRAD8A0u4xZ0mddXZJFc+pckOI2K3U7YFoO6H0w/1mocWd1PhRsl0w/wBZ/tPxR3S4UbLvS8mWeo5H88qXFOiZTcMJiFzph/rP9puKO6fhRskcZk+s0/FFMbUK7jOqNWPxIBNdJc5eLxWfTf3A5OaHbqp3ruqIbWnNJvRRt5qjMV+WjWf+TLoL6FVS7tyVeJqyl2zExpKqq9gTEzp+UfEpUh2cQBXqhlXkG45k/Mn+VdcODYHkqbZhdJ84ULeay5q15aQuak2pqmdT0XvYO6Twj0onQys9xyQjFLr/AKtQleu79/qRXZN7hnRQ9sazYlpwqww9I5I9pE7rcoet2MsjyUsuY51tt2giQTjCw3LiDDgMB6omIbRlt0Y6tmNCAlF4Z58SHYgCpV57ImY6f6o0CO0RpOvj/ir7p4lndYG1Qg9VjWOqRiOH6VspBxYMejkMSnUP3TNdqOqk5uh6LT4e6Twj0o0Qas5x4e97oc5TQfe/qH+pFtkfl2+lFxXBTa3UcFqHnLxrIRlx4/qrbi0wPaGduRKqt7zGwufDYMKRGd3mCbrNayuMhEFEqsB+HU51Y3sH6HMPv/SpcMbZxteB4nQ/wUyZre8bSRLI0WZKLGq5AfHMKq0z3Mqc5MbCE7A+l+0Ytz/1QOjryUNNDbybD4htPyrLkVDqGmFsFzTGjnDEhtbTRbNnXISdmoYHNcJ3U81rw6PALT4e6Twj0o1Qas/x1Pe1wf8AZQZen5l/qRTZO7hvRXV/bSy3+1W4a2ihtEaaRO1p/FdatRe6oC04Q2mOS5jKobSjCHE1DEpk90keG2d1HJLLs7nqyy9vT8+PKnfUikx8k9rxUadMue9sAS3kE+9tlw7pK9XgtxGoh/Jk4mlVoijmPH3gR1UqdTNyqZ+wmfwmYdC1ldWkFxeTmdgCsKd0FPyNPb03sgOcdVG4qNfiLWCFSXsI6SnA4ASk5fo1yK5JrkbFdWiYoDzC0OHuk8I9KMkLLxWJRRvjEu2OiIydZgM8hQZcYeMfj0bjKIrd5FuMOphPu8XmN81xadSPQItLDPUq8xVtz8TOZ3f0gQoUrUZeF/OZUa6vry7j2U7ao89QUKAB/Kx1r19QQdAFfSoMpmW81y4vLy5hjgmfVFF2BlT1L6o9oaToEmUGMcXDmUVcXxIKiiQZx9l9ILZcs6sb8TqCPJV8JS181F9o8xkbi7HMn91mzS+pPiSrzhayPABaFD3SeEelHyFkCW3hZs2jUnmQKQpt2CbEY5pu62/2k8opZbNh7Jy908ylutv9pPKKWWzYeybG7cpbrb/aTyills2HsljduUt1t/tJ5RSy2bD2Sxncrq2tvmPZJ5RSNNmw9k4cd1JqCS//2Q==)](http://2.bp.blogspot.com/-wrzDeQGAe1I/TWu8pLuLr4I/AAAAAAAAADE/V017G-6Q61w/s1600/java_logo_50_50.jpg)This article is in continuation of earlier interview question on serialization like [difference between Serializable and Externaliable](http://javarevisited.blogspot.com/2012/01/serializable-externalizable-in-java.html)  and  [Top 10 Java serialization interview question](http://javarevisited.blogspot.com/2011/04/top-10-java-serialization-interview.html). If you haven’t read them already you may find them useful and interesting.

## Difference between volatile and transient keyword in Java

1) transient keyword is used along with [instance variables](http://javarevisited.blogspot.com/2012/02/difference-between-instance-class-and.html) to exclude them from serialization process. if a field  is transient its value will not be persisted. see my post [what is transient keyword in java](http://javarevisited.blogspot.com/2011/09/transient-keyword-variable-in-java.html) for more details. On the other hand volatile keyword can also be used in variables to indicate compiler and JVM that always read its value from main memory and follow happens-before relationship on visibility of volatile variable among multiple thread. see my post how and [when to use volatile keyword in Java](http://javarevisited.blogspot.com/2011/06/volatile-keyword-java-example-tutorial.html) for more details.

2) transient keyword can not be used along with static keyword but volatile can be used along with static.

3) transient variables are initialized with default value during de-serialization and there assignment or restoration of value has to be handled by application code.

That’s all on **difference between transient and volatile keyword in java**. As I said this interview question doesn’t really test you and just try to find whether you are familiar with those less known keywords in java or not. Let us know if you come across any other difference between volatile and transient keyword in java.

Read more: <http://javarevisited.blogspot.com/2012/03/difference-between-transient-and.html#ixzz2OL2RCSRo>

# [Why multiple inheritances are not supported in Java](http://javarevisited.blogspot.in/2011/07/why-multiple-inheritances-are-not.html)
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## Why Java doesn't support multiple inheritance

1) First reason is **ambiguity around Diamond problem**, consider a class A has foo() method and then B and C derived from A and has there own foo() implementation and now class D derive from B and C using multiple inheritance and if we refer just foo() compiler will not be able to decide which foo() it should invoke. This is also called Diamond problem becausestructure on this inheritance scenario is similar to 4 edge diamond, see below

           A foo()

           / \

          /   \

   foo() B     C foo()

          \   /

           \ /

            D

           foo()

In my opinion even if we remove the top head of diamond class A and allow multiple inheritances we will see this problem of ambiguity.  
  
Some times if you give this reason to interviewer he asks if C++ can support *multiple inheritance* than why not Java. hmmmmm in that case I would try to explain him the second reason which I have given below that its not because of technical difficulty but more to maintainable and clearer design was driving factor though this can only be confirmed by any of java designer and we can just speculate. [Wikipedia link](http://en.wikipedia.org/wiki/Diamond_problem)has some good explanation on how different language address problem arises due to diamond problem while using multiple inheritances.  
  
2) Second and more convincing reason to me is that **multiple inheritances does complicate the design and creates problem during casting, constructor chaining etc** and given that there are not many scenario on which you need multiple inheritance its wise decision to omit it for the sake of simplicity. Also java avoids this ambiguity by supporting single inheritance with interfaces. Since interface only have method declaration and doesn't provide any implementation there will only be just one implementation of specific method hence there would not be any ambiguity.

Read more: [http://javarevisited.blogspot.com/2011/07/why-multiple-inheritances-are-not.html#ixzz2OL2cZ0aX](http://javarevisited.blogspot.com/2011/07/why-multiple-inheritances-are-not.html" \l "ixzz2OL2cZ0aX)

# [Why wait, notify and notifyAll is defined in Object Class and not on Thread class in Java](http://javarevisited.blogspot.in/2012/02/why-wait-notify-and-notifyall-is.html)

**Why wait, notify and notifyAll is declared in Object Class instead of Thread** is famous core java interview question which is asked during all levels of Java interview ranging from 2 years, 4years to quite senior level position on java development. Beauty of this question is that it reflect what does interviewee knows about wait notify mechanism, how does it sees whole wait and notify feature and whether his understanding is not shallow on this topic. Like [Why Multiple inheritance is not supported in Java](http://javarevisited.blogspot.com/2011/07/why-multiple-inheritances-are-not.html) or [why String is final in java](http://javarevisited.blogspot.com/2010/10/why-string-is-immutable-in-java.html) there could be multiple answers of *why wait and notify is defined in Object class* and every one could justify there reason.
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## Reason Why Wait , Notify and NotifyAll are in Object Class.

Here are some thoughts on why they should not be in Thread class which make sense to me :

1) Wait and notify is not just normal methods or synchronization utility, more than that they are **communication mechanism between two threads in Java**. And Object class is correct place to make them available for every object if this mechanism is not available via any java keyword like synchronized. Remember synchronized and wait notify are two different area and don’t confuse that they are same or related. Synchronized is to provide mutual exclusion and ensuring [thread safety of Java class](http://javarevisited.blogspot.com/2012/01/how-to-write-thread-safe-code-in-java.html) like race condition while wait and notify are communication mechanism between two thread.

2 )**Locks are made available on per Object basis**, which is another reason wait and notify is declared in Object class rather then Thread class.

3) In Java in order to enter critical section of code, Threads needs lock and they wait for lock, they don't know which threads holds lock instead they just know the lock is hold by some thread and they should wait for lock instead of knowing which thread is inside the synchronized block and asking them to release lock. this analogy fits with wait and notify being on object class rather than thread in Java.

These are just my thoughts on **why wait and notify method is declared in Object class rather than Thread in Java** and you have different version than me. In reality its another design decision made by Java designer like [not supporting Operator overloading in Java](http://javarevisited.blogspot.com/2011/08/why-java-does-not-support-operator.html). Anyway please post if you have any other convincing reason *why wait and notify method should be in Object class and not on Thread*.

Update:  
@Lipido has made an insightful comment , which is worth adding here. read his comment for full text

"Java is based on Hoare's monitors idea (http://en.wikipedia.org/wiki/Monitor\_%28synchronization%29). In Java all object has a monitor. Threads waits on monitors so, to perform a wait, we need 2 parameters:  
- a Thread  
- a monitor (any object)  
  
In the Java design, the thread can not be specified, it is always the current thread running the code. However, we can specify the monitor (which is the object we call wait on). This is a good design, because if we could make any other thread to wait on a desired monitor, this would lead to an "intrusion", posing difficulties on designing/programming concurrent programs. Remember that in Java all operations that are intrusive in another thread's execution are deprecated (e.g. stop())."

Read more: [http://javarevisited.blogspot.com/2012/02/why-wait-notify-and-notifyall-is.html#ixzz2OL2gdK4U](http://javarevisited.blogspot.com/2012/02/why-wait-notify-and-notifyall-is.html" \l "ixzz2OL2gdK4U)

[**Why character array is better than String for Storing password in Java**](http://javarevisited.blogspot.in/2012/03/why-character-array-is-better-than.html)

**Why character array is better than String for storing password in Java** was recent question asked to one of my friend in a java interview. he was interviewing for a Technical lead position and has over 6 years of experience.Both [Character array and String](http://javarevisited.blogspot.com/2012/02/how-to-convert-char-to-string-in-java.html) can be used to store text data but choosing one over other is difficult question if you haven't faced the situation already. But as my friend said any question related to Stringmust have a clue on special property of Strings like immutability and he used that to convince interviewer. here we will explore some reasons on why should you used char[] for storing password than String.  
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1) Since **Strings are immutable in Java** if you store password as plain text it will be available in memory until Garbage collector clears it and since String are used in String pool for reusability there is pretty high chance that it will be remain in memory for long duration, which pose a security threat. Since any one who has access to memory dump can find the password in clear text and that's another reason you should always used an encrypted password than plain text. Since Strings are immutable there is no way contents of Strings can be changed because [any change will produce new String](http://javarevisited.blogspot.com/2011/07/string-vs-stringbuffer-vs-stringbuilder.html), while if you char[] you can still set all his element as blank or zero. So **Storing password in character array clearly mitigates security risk of stealing password**.

2) **Java itself recommends**using getPassword() method of JPasswordField which returns a char[] and deprecated getText() method which returns password in clear text stating security reason. Its good to follow advice from Java team and adhering to standard rather than going against it.

3) With String there is always a risk of printing plain text in [log file or console](http://javarevisited.blogspot.com/2011/05/top-10-tips-on-logging-in-java.html) but if use [Array](http://javarevisited.blogspot.com/2012/01/anonymous-array-example-java-create.html) you won't print contents of array instead its memory location get printed. though not a real reason but still make sense.

**[String](http://java.sun.com/j2se/1.5.0/docs/api/java/lang/String.html)** strPassword="Unknown";  
**char**[] charPassword= **new** **char**[]{'U','n','k','w','o','n'};  
**System**.out.println("String password: " + strPassword);  
**System**.out.println("Character password: " + charPassword);  
  
**String** password: Unknown  
**Character** password: [C@110b053

That's all on *why character array is better choice than String for storing passwords in Java*.  Though using char[] is not just enough you need to erase content to be more secure. I also suggest working with hash'd or [encrypted password](http://javarevisited.blogspot.com/2012/02/how-to-encode-decode-string-in-java.html) instead of plaintext and clearing it from memory as soon as authentication is completed.

Read more: [http://javarevisited.blogspot.com/2012/03/why-character-array-is-better-than.html#ixzz2OL2lMB8F](http://javarevisited.blogspot.com/2012/03/why-character-array-is-better-than.html" \l "ixzz2OL2lMB8F)

### Top 10 Servlet JSP Interview Questions for Java J2EE programmer - FAQ

Servlets and JSP Interview Questions are core of any J2EE Interview. Its expected from candidate to have good knowledge of Servlet, JSP, EJB , Struts or Spring in any J2EE interview. Consequently Servlets and [JSP Interview Questions](http://javarevisited.blogspot.sg/2011/10/jsp-interview-questions-answers-for.html) are very common in any J2EE Interviews along with some [questions from core Java](http://java67.blogspot.sg/2012/08/10-advanced-core-java-interview.html), Some interview [Questions from Spring](http://javarevisited.blogspot.sg/2011/09/spring-interview-questions-answers-j2ee.html) and Some [EJB interview questions](http://java67.blogspot.sg/2012/10/20-ejb-30-interview-questions-and.html). Since J2EE is main platform for building enterprise and web application using Java programming language, its important to prepare well for J2EE interview, especially If you are in application development space. Servlet and JSP forms web layer of J2EE framework where Java Server pages is main view technology and Servlets are main Controller component of standard MVC architecture. In this article we will see couple of most common or frequently asked JSP and [Servlet Interview questions and answers](http://javarevisited.blogspot.sg/2011/09/servlet-interview-questions-answers.html), which can help you on your J2EE interview preparation and understanding some key concept of Java web applications.

**JSP Servlet Interview Questions Answers**
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**Question 1: What is JSESSIONID in Java? When does JSESSIONID gets created ?**

One of my favourite Servlet JSP Interview question for 2 to 4 years experience programmers on web development. JSESSION id is a cookie which is used to manage session in Java web application. JSESSIONID is created by Web Container whenever a new session is created. See [What is JSESSIONID in Servlet JSP](http://javarevisited.blogspot.sg/2012/08/what-is-jsessionid-in-j2ee-web.html) for more details.

**Question 2: What is difference between include action and include directive in JSP?**

Another very popular JSP Interview questions, mostly asked to 2 to 3 years experienced J2EE programmer. There are couple of differences, most important of them is that include action is request  time inclusion while include directive is translation time inclusion of another resource e.g. JSP or html pages. This questions is also asked as difference between file include and page include. See [Include action vs Include directive](http://javarevisited.blogspot.sg/2012/01/difference-between-page-include-and.html) for more differences.

**Question 3: How do you define application wide error page in JSP?**

Almost in every Servlet JSP interview you will see question from error handling. You can define two kinds of error pages in Java web application, one is using tag <error-page> in web.xml and other is by using error page JSP which uses isErrorpage to declare that this jsp page can be used as error page. Other JSP uses that page by using attribute errorpage="error.jsp". Whenever you get an unhandled exception in JSP, request will be routed to error page. See [How to use error page in JSP](http://javarevisited.blogspot.sg/2012/01/error-page-in-java-web-application.html) for detailed answer of this question.

**Question 4: Difference between sendredirect and forward in Servlet ?**

One of the classical Interview Question from Servlet and JSP. This question is as old as [Vector vs ArrayList](http://java67.blogspot.sg/2012/09/arraylist-vs-vector-in-java-interview.html) in core Java. Anyway see[difference between sendredirect and forward](http://javarevisited.blogspot.sg/2011/09/sendredirect-forward-jsp-servlet.html) to answer this Servlet Interview question.

**Question 5: How do remove variable using <c:set> tag from JSTL ?**

This is one of the tricky Servlet JSP question. Many people assumes that <c:set> can only add or set variables in a particular scope but you can also remove any variable from any scope using JSTL <c:set> tag. See [How to use <c:set> JSTL tag in JSP](http://javarevisited.blogspot.sg/2012/02/jstl-tag-examples-in-jsp-java-j2ee.html) for exact way to remove any variable from any scope in JSP page.

**Question 6: What is difference between Web Server and Application Server ?**

This is rather simple Servlet JSP question to answer. If you have used EJB then you should know that , Web Server doesn't contain EJB container and EJB can not be deployed on that. Application Server is used to deploy and run EJB in J2EE environment. See [5 difference between Application and Web Server](http://javarevisited.blogspot.sg/2012/05/5-difference-between-application-server.html) to see more differences.

**Question 7: What is difference between URL Encoding and URL rewriting ?**

URL Encoding and URL rewriting is general web concept irrespective of Java programming language. URL Encoding refers to encoding URL e.g. replacing space with %20, you can see this when browser sends request to Server. On the other hand URL Rewriting is way to manage Session in web application. See [URL Encoding vs URL Rewriting](http://javarevisited.blogspot.sg/2012/01/url-rewriting-url-encoding-in-servlet.html) for more differences.

**Question 8: How do you get ServletContext reference inside Servlet ?**

ServletContext is very important object in Java Web application. ServletContext object is one per web application and serves as application scope and use to store common config and things which doesn't change on per session. Its easy to get reference ofServletContext in jsp using application implicit variable but in Servlet is not available in HttpServletRequest until version 3.0. You need HttpSession object to retrieve ServletContext in any Servlet. A good follow-up questions is How do you getServletContext in Struts Action class or Spring Controller classes. See [How to retrieve ServletContext in Servlet, Spring and Struts](http://java67.blogspot.sg/2012/09/difference-between-servletconfig-and-servletcontext-j2ee-jsp.html)for more details.

**Question 9: What is difference between ServletContext and ServletConfig in Java ?**

One of those classical Servlet Interview Questions which you can't afford to miss. Again ServletContext is used to provide application wide configure while ServletConfig is used to configure and provide initialization parameter to one Servlet. See[ServletContext vs ServletConfig](http://java67.blogspot.sg/2012/09/difference-between-servletconfig-and-servletcontext-j2ee-jsp.html) for more differences.

**Question 10: Which open source tag library have you used ?**

This is an interesting Servlet JSP questions and gives an opportunity to show how many tag library you are familiar with and which ones have you used. Most J2EE programmer answer this question with saying JSTL core tag library, Struts tag library , Spring tag library or [display tag](http://javarevisited.blogspot.sg/2011/09/displaytag-examples-tutorial-jsp-struts.html), which is quite popular tag library to display tabular data and provides lot of feature out of box e.g. paging, sorting and export functionality.

**Question 11: What is difference between GET and POST method in HTTP protocol?**

Another classical web interview question, not specific to Servlet or JSP but very important in context of web development which is based on HTTP protocol. There several differences between GET and POST method including length of data required to Send to Server. GET is less secure and can only send limited data hence not useful to transfer sensitive information. See [GET vs POST HTTP method](http://javarevisited.blogspot.sg/2012/03/get-post-method-in-http-and-https.html) for more differences.

**Question 12: What does load-on-start-up element in web.xml do?**

One of the tough Servlet JSP Interview question especially to 2 years experience guy, who may not be exposed to all tags of web.xml.load-on-startup is related to loading of Servlet. See [What is load-on-startup tag in web.xml](http://javarevisited.blogspot.sg/2011/12/load-on-startup-servlet-webxml-example.html) for more details.

These were some Servlet and JSP Interview questions and answer you can look for quick revision purpose. If you have faced any interesting Servlet JSP question or if you are looking answer for any Servlet JSP question than please share.

# [Java Best Practices to Follow while Overloading Method and Constructor](http://javarevisited.blogspot.in/2013/01/java-best-practices-method-overloading-constructor.html)

Method overloading in Java needs to be use carefully. Poorly overloaded method add not only add confusions among developers who use that but also they are error prone and leaves your program on compiler's mercy to select proper method. It's best to avoid issues related to [method overloading in Java](http://javarevisited.blogspot.sg/2011/08/what-is-polymorphism-in-java-example.html) by following some Java best practices. For those who doesn’t know What is method overloading in Java, methodoverloading means declaring two method with same name but different [method signatures](http://javarevisited.blogspot.sg/2011/12/method-overloading-vs-method-overriding.html). This is generally done to create method which operates on different data types e.g. System.out.println() which is overloaded to accept different types of parameters like String, double, int etc, see this Java tutorial on [method overloading](http://javarevisited.blogspot.sg/2011/12/method-overloading-vs-method-overriding.html) and [static vs dynamic binding](http://javarevisited.blogspot.sg/2012/03/what-is-static-and-dynamic-binding-in.html) for more details. By the way all of these Java best practices which are explained in context of method overloading are equally applicable to [constructor overloading in Java](http://javarevisited.blogspot.sg/2012/01/what-is-constructor-overloading-in-java.html), because in terms of overloading method and constructors are almost same.

## Java Best Practices -  Method Overloading

[![Java best practices for method and constructor overloading in Java](data:image/jpeg;base64,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)](http://3.bp.blogspot.com/-K6q0DQ1v-tw/TWu8owBtc2I/AAAAAAAAADA/oBoHDBiJ8ag/s1600/17.jpg)Here are some of the common things which you can remember while overloading method or [constructor in Java](http://javarevisited.blogspot.sg/2012/12/what-is-constructor-in-java-example-chainning-overloading.html). These Java best practices are completely based upon experience and you may have some more to add on this list. let’s see my list of Java best practices while overloading method in Java.

**1) Don't overload method which accept same number of parameter with similar types**

Two overloaded method which accept same number of argument with similar types i.e. which follow same [type hierarchy](http://javarevisited.blogspot.sg/2012/12/what-is-type-casting-in-java-class-interface-example.html) is most common mistake while overloading method  in Java. For example, find out which version of overloaded method will be invoked in following scenario :

**import** java.util.ArrayList;  
**import** java.util.LinkedList;  
**import** java.util.List;  
  
/\*\*  
 \* Java program to demonstrate some best practice to following while overloading

 \* method in Java.This Java program shows a case of confusing method overloading in Java

 \*  
 \* @author Javin Paul  
 \*/  
**public** **class** OverloadingTest {  
    
    **public** **static** **void** main(**String** args[]){  
       **List** abc = **new** **ArrayList**();  
       **List** bcd = **new** **LinkedList**();  
        
       ConfusingOverloading co = **new** ConfusingOverloading();  
       co.hasDuplicates(abc); *//should call to ArryList overloaded method*  
       co.hasDuplicates(bcd); *//should call to LinkedList overloaded method*  
    }  
  
    
}  
  
**class** ConfusingOverloading{  
    
    **public** **boolean** hasDuplicates (**List** collection){  
        **System**.out.println("overloaded method with Type List ");  
        **return** **true**;  
    }  
    
    **public** **boolean** hasDuplicates (**ArrayList** collection){  
        **System**.out.println("overloaded method with Type ArrayList ");  
        **return** **true**;  
    }  
    
    
    **public** **boolean** hasDuplicates (**LinkedList** collection){  
        **System**.out.println("overloaded method with Type LinkedList ");  
        **return** **true**;  
    }  
    
}  
  
**Output**  
overloaded method with **Type** **List**  
overloaded method with **Type** **List**

To surprise of some programmers method with argument type List is called both the time, instead of expected method which takes [ArrayList](http://javarevisited.blogspot.sg/2011/05/example-of-arraylist-in-java-tutorial.html) and [LinkedList](http://javarevisited.blogspot.sg/2012/02/difference-between-linkedlist-vs.html), because method overloading is resolved at compile time using static binding in Java. This is  also one of the reason, why its important to clearly understand [difference between method overloading and overriding in Java](http://javarevisited.blogspot.sg/2011/12/method-overloading-vs-method-overriding.html). Here expected case is result of mistaking overloading as overriding, which work on actual object and happens at runtime. To know more about static and dynamic binding in Java , you can also see my post [difference between static and dynamic binding in Java](http://javarevisited.blogspot.com/2012/03/what-is-static-and-dynamic-binding-in.html).

**2) Use radically different types while overloading method in Java**

It's completely legal and there is no ambiguity when two overloaded method accepts radically different types like String and Integer. Though both overloaded method will accept only one parameter, it’s still clear which method is called because both types are completely different to each other. Both programmer and compiler both know which method will be invoked for a particular call. One of the example of this kind of overloading is constructor of java.util.Scanner class which accepts [File](http://javarevisited.blogspot.sg/2012/07/read-file-line-by-line-java-example-scanner.html), [InputStream](http://javarevisited.blogspot.sg/2012/08/convert-inputstream-to-string-java-example-tutorial.html) or String as parameter, as shown below :

Scanner(File source)

Scanner(InputStream source)

Scanner(String source)

**3) Beware of Autoboxing while overloading method in Java**

Prior to introduction of [Autoboxing and unboxing in Java 5](http://javarevisited.blogspot.sg/2012/07/auto-boxing-and-unboxing-in-java-be.html), method which accept primitive type and object type were radically different and it’s clear which method will be invoked. Now with autoboxing it's really confusing. Clasical example of this kind overloading mistake is ArrayList’s  remove() method, which is overloaded to accept index as well as Object. when you store Integer in ArrayList and call remove() method, It’s hard to find out which remove() method will be called, as shown in below example :

**List**<**Integer**> numbers = **new** **ArrayList**<**Integer**>();  
numbers.add(1);  
numbers.add(2);  
numbers.add(3);  
**System**.out.println("numbers: " + numbers);  
numbers.remove(1); *//should remove "1" as element or 2nd element from ArrayList*  
**System**.out.println("numbers: " + numbers);  
  
**Output:**  
numbers: [1, 2, 3]  
numbers: [1, 3]

Many Java programmer expect that Integer(1) object would  be removed but since remove() is overloaded, compiler choose remove(int) over remove(Object). Rules of which overloaded method gets chosen in case of [autoboxing](http://javarevisited.blogspot.sg/2010/10/what-is-problem-while-using-in.html) is complex and hard to remember, so Its best to avoid two [overloaded method](http://java67.blogspot.sg/2012/08/what-is-method-overloading-in-java-example.html) where one accept Object and other accept primitive type. If by any chance you must have to do this then make sure both of them perform identical function.

Read more: [http://javarevisited.blogspot.com/2013/01/java-best-practices-method-overloading-constructor.html#ixzz2OL3w66tJ](http://javarevisited.blogspot.com/2013/01/java-best-practices-method-overloading-constructor.html" \l "ixzz2OL3w66tJ)

# [Why main method is public static in Java](http://javarevisited.blogspot.in/2011/12/main-public-static-java-void-method-why.html)

**Main method in Java** is the first programming method a Java programmer knows when he starts learning Java programming language.have you ever thought about **why main method in Java is public, static and void**, of-course Yes, since most of us first learn C and C++ than we move to Java in our programming path we familiar with main method but in Java mainmethod is slightly different it doesn't return any value like in C it returns int, *main method is public static and void Why*? In this post we will try to find answer of these questions and have an idea of one of the most popular questions in Java why main method is declared Static.

### What is main method in Java?

Main method in Java is entry point for any core Java program. Remember we are not talking about Servlet, MIDlet or any other container managed Java program where life cycle methods are provided to control the execution. In core Java program, execution starts from main method when you type java main-class-name, JVM search for **public static void main(Stringargs[])** method in that class and if it doesn't find that method it throws error **NoSuchMethodError:main** and terminates.

**Signature of main method in Java**

Main method has to strictly follow its syntax; other wise JVM will not be able to locate it and your program will not run. Here is the exact signature of main method

**public static void main(String args[])**

This signature is classic signature and there from start of Java but with introduction of  [variable argument or varargs in Java5](http://javarevisited.blogspot.com/2011/09/variable-argument-in-java5-varargs.html) you can also declare main method in Java using varargs syntax as shown in below example:

**public static void main(String... args)**

Remember varargs version of java main method will only work in Java 1.5 or later version. Apart from public, static and void there are certain keywords like final, synchronized and strictfp which are permitted in signature of java main method.

### Why main method is static in Java

[![why main method is public static void in Java](data:image/jpeg;base64,/9j/4AAQSkZJRgABAQEAYABgAAD/2wBDAAoGBgcHBwoICAoOCggKDhENCgoNERMPDxAPDxMWERISEhIRFhMWFxgXFhMdHR8fHR0pKCgoKSsrKysrKysrKyv/2wBDAQsKCg8ODxcRERcZFBIUGR8dHR0dHyMfHx8fHyMmIiAgICAiJiQlIyMjJSQoKCYmKCgrKysrKysrKysrKysrKyv/wAARCAAyADIDAREAAhEBAxEB/8QAGwAAAQUBAQAAAAAAAAAAAAAAAwACBAUHAQb/xAAyEAACAQIDBAcJAAMAAAAAAAABAgMABAUREhMUIVEVIjIzcpKxIyUxQVJTYXGRJGNz/8QAGgEAAQUBAAAAAAAAAAAAAAAABgABAgMEBf/EADERAAEDAgQDBgUFAQAAAAAAAAEAAhEDBBITIVEUMXEiI0FhcpEFJDJCgTRSocHR4f/aAAwDAQACEQMRAD8A0u4xZ0mddXZJFc+pckOI2K3U7YFoO6H0w/1mocWd1PhRsl0w/wBZ/tPxR3S4UbLvS8mWeo5H88qXFOiZTcMJiFzph/rP9puKO6fhRskcZk+s0/FFMbUK7jOqNWPxIBNdJc5eLxWfTf3A5OaHbqp3ruqIbWnNJvRRt5qjMV+WjWf+TLoL6FVS7tyVeJqyl2zExpKqq9gTEzp+UfEpUh2cQBXqhlXkG45k/Mn+VdcODYHkqbZhdJ84ULeay5q15aQuak2pqmdT0XvYO6Twj0onQys9xyQjFLr/AKtQleu79/qRXZN7hnRQ9sazYlpwqww9I5I9pE7rcoet2MsjyUsuY51tt2giQTjCw3LiDDgMB6omIbRlt0Y6tmNCAlF4Z58SHYgCpV57ImY6f6o0CO0RpOvj/ir7p4lndYG1Qg9VjWOqRiOH6VspBxYMejkMSnUP3TNdqOqk5uh6LT4e6Twj0o0Qas5x4e97oc5TQfe/qH+pFtkfl2+lFxXBTa3UcFqHnLxrIRlx4/qrbi0wPaGduRKqt7zGwufDYMKRGd3mCbrNayuMhEFEqsB+HU51Y3sH6HMPv/SpcMbZxteB4nQ/wUyZre8bSRLI0WZKLGq5AfHMKq0z3Mqc5MbCE7A+l+0Ytz/1QOjryUNNDbybD4htPyrLkVDqGmFsFzTGjnDEhtbTRbNnXISdmoYHNcJ3U81rw6PALT4e6Twj0o1Qas/x1Pe1wf8AZQZen5l/qRTZO7hvRXV/bSy3+1W4a2ihtEaaRO1p/FdatRe6oC04Q2mOS5jKobSjCHE1DEpk90keG2d1HJLLs7nqyy9vT8+PKnfUikx8k9rxUadMue9sAS3kE+9tlw7pK9XgtxGoh/Jk4mlVoijmPH3gR1UqdTNyqZ+wmfwmYdC1ldWkFxeTmdgCsKd0FPyNPb03sgOcdVG4qNfiLWCFSXsI6SnA4ASk5fo1yK5JrkbFdWiYoDzC0OHuk8I9KMkLLxWJRRvjEu2OiIydZgM8hQZcYeMfj0bjKIrd5FuMOphPu8XmN81xadSPQItLDPUq8xVtz8TOZ3f0gQoUrUZeF/OZUa6vry7j2U7ao89QUKAB/Kx1r19QQdAFfSoMpmW81y4vLy5hjgmfVFF2BlT1L6o9oaToEmUGMcXDmUVcXxIKiiQZx9l9ILZcs6sb8TqCPJV8JS181F9o8xkbi7HMn91mzS+pPiSrzhayPABaFD3SeEelHyFkCW3hZs2jUnmQKQpt2CbEY5pu62/2k8opZbNh7Jy908ylutv9pPKKWWzYeybG7cpbrb/aTyills2HsljduUt1t/tJ5RSy2bD2Sxncrq2tvmPZJ5RSNNmw9k4cd1JqCS//2Q==)](http://javarevisited.blogspot.com/2011/10/override-hashcode-in-java-example.html)Now come to the main point "Why main method is static in Java", there are quite a few reasons around but here are few reasons which make sense to me:

1. Since main method is static Java virtual Machine can call it without creating any instance of class which contains main method.

2. Since C and C++ also has similar main method which serves as entry point for program execution, following that convention will only help Java.

3. If main method were not declared static than JVM has to create instance of main Class and since constructor can be overloaded and can have arguments there would not be any certain and consistent way for **JVM to find main method in Java**.

4. Anything which is declared in [class in Java](http://javarevisited.blogspot.com/2011/10/class-in-java-programming-general.html) comes under reference type and requires object to be created before using them but static method and static data are loaded into separate memory inside JVM called context which is created when a class is loaded. If main method is static than it will be loaded in JVM context and are available to execution.

**Why main mehtod is public in Java**

Java specifies several access modifiers e.g. private, protected and public. Any method or variable which is declared public in Java can be accessible from outside of that class. Since main method is public in

Java, JVM can easily access and execute it.

**Why main method is void in Java**

Since main method in Java is not supposed to return any value, its made void which simply means main is not returning anything.

**Summary:**

1. Main method must be declared **public, static and void in Java** otherwise JVM will not able to run Java program.

2. JVM throws **NoSuchMethodException:main** if it doesn't find main method of predefined signature in class which is provided to Java command. E.g. if you run java Helloworld than JVM will search for public static void main String args[]) method in HelloWorld.class file.

3. Main method is entry point for any Core Java program. Execution starts from main method.

4. Main method is run by a special thread called ["main" thread in Java](http://javarevisited.blogspot.com/2011/02/how-to-implement-thread-in-java.html). Your Java program will be running until your main thread is running or any non-daemon thread spawned from main method is running.

5. When you see **"Exception in Thread main”** e.g.

**Exception in Thread main: Java.lang.NullPointerException** it means Exception is thrown inside main thread.

6. You can declare main method using varargs syntax from Java 1.5 onwards e.g.

**public static void main(String... args)**

7. Apart from static, void and public you can use final, synchronized and strictfp modifier in signature of main method in Java.

8. Main method in Java can be overloaded like any other method in Java but JVM will only call main method with specified signature specified above.

9. You can use throws clause in signature of main method and can throw any checked or unchecked Exception.

10. [Static initializer block](http://javarevisited.blogspot.com/2011/11/static-keyword-method-variable-java.html) is executed even before JVM calls main method. They are executed when a Class is loaded into Memory by JVM.

Read more: [http://javarevisited.blogspot.com/2011/12/main-public-static-java-void-method-why.html#ixzz2OL4AJCzk](http://javarevisited.blogspot.com/2011/12/main-public-static-java-void-method-why.html" \l "ixzz2OL4AJCzk)

# [Why main method is public static in Java](http://javarevisited.blogspot.in/2011/12/main-public-static-java-void-method-why.html)

**Main method in Java** is the first programming method a Java programmer knows when he starts learning Java programming language.have you ever thought about **why main method in Java is public, static and void**, of-course Yes, since most of us first learn C and C++ than we move to Java in our programming path we familiar with main method but in Java mainmethod is slightly different it doesn't return any value like in C it returns int, *main method is public static and void Why*? In this post we will try to find answer of these questions and have an idea of one of the most popular questions in Java why main method is declared Static.

### What is main method in Java?

Main method in Java is entry point for any core Java program. Remember we are not talking about Servlet, MIDlet or any other container managed Java program where life cycle methods are provided to control the execution. In core Java program, execution starts from main method when you type java main-class-name, JVM search for **public static void main(Stringargs[])** method in that class and if it doesn't find that method it throws error **NoSuchMethodError:main** and terminates.

**Signature of main method in Java**

Main method has to strictly follow its syntax; other wise JVM will not be able to locate it and your program will not run. Here is the exact signature of main method

**public static void main(String args[])**

This signature is classic signature and there from start of Java but with introduction of  [variable argument or varargs in Java5](http://javarevisited.blogspot.com/2011/09/variable-argument-in-java5-varargs.html) you can also declare main method in Java using varargs syntax as shown in below example:

**public static void main(String... args)**

Remember varargs version of java main method will only work in Java 1.5 or later version. Apart from public, static and void there are certain keywords like final, synchronized and strictfp which are permitted in signature of java main method.

### Why main method is static in Java
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1. Since main method is static Java virtual Machine can call it without creating any instance of class which contains main method.

2. Since C and C++ also has similar main method which serves as entry point for program execution, following that convention will only help Java.

3. If main method were not declared static than JVM has to create instance of main Class and since constructor can be overloaded and can have arguments there would not be any certain and consistent way for **JVM to find main method in Java**.

4. Anything which is declared in [class in Java](http://javarevisited.blogspot.com/2011/10/class-in-java-programming-general.html) comes under reference type and requires object to be created before using them but static method and static data are loaded into separate memory inside JVM called context which is created when a class is loaded. If main method is static than it will be loaded in JVM context and are available to execution.

**Why main mehtod is public in Java**

Java specifies several access modifiers e.g. private, protected and public. Any method or variable which is declared public in Java can be accessible from outside of that class. Since main method is public in

Java, JVM can easily access and execute it.

**Why main method is void in Java**

Since main method in Java is not supposed to return any value, its made void which simply means main is not returning anything.

**Summary:**

1. Main method must be declared **public, static and void in Java** otherwise JVM will not able to run Java program.

2. JVM throws **NoSuchMethodException:main** if it doesn't find main method of predefined signature in class which is provided to Java command. E.g. if you run java Helloworld than JVM will search for public static void main String args[]) method in HelloWorld.class file.

3. Main method is entry point for any Core Java program. Execution starts from main method.

4. Main method is run by a special thread called ["main" thread in Java](http://javarevisited.blogspot.com/2011/02/how-to-implement-thread-in-java.html). Your Java program will be running until your main thread is running or any non-daemon thread spawned from main method is running.

5. When you see **"Exception in Thread main”** e.g.

**Exception in Thread main: Java.lang.NullPointerException** it means Exception is thrown inside main thread.

6. You can declare main method using varargs syntax from Java 1.5 onwards e.g.

**public static void main(String... args)**

7. Apart from static, void and public you can use final, synchronized and strictfp modifier in signature of main method in Java.

8. Main method in Java can be overloaded like any other method in Java but JVM will only call main method with specified signature specified above.

9. You can use throws clause in signature of main method and can throw any checked or unchecked Exception.

10. [Static initializer block](http://javarevisited.blogspot.com/2011/11/static-keyword-method-variable-java.html) is executed even before JVM calls main method. They are executed when a Class is loaded into Memory by JVM.

Read more: [http://javarevisited.blogspot.com/2011/12/main-public-static-java-void-method-why.html#ixzz2OL4HV0gn](http://javarevisited.blogspot.com/2011/12/main-public-static-java-void-method-why.html" \l "ixzz2OL4HV0gn)=====

# [Difference between Thread vs Runnable interface in Java](http://javarevisited.blogspot.in/2012/01/difference-thread-vs-runnable-interface.html)

**Thread vs Runnable in Java** is always been a confusing decision for beginners  in java. [Thread in Java](http://javarevisited.blogspot.com/2011/02/how-to-implement-thread-in-java.html) seems easy in comparison of Runnable because you just deal with one class **java.lang.Thread** while in case of using Runnable to implement Thread you need to deal with both Thread and Runnable two classes. though decision of using Runnable or Thread should be taken considering **differences between Runnable and Thread** and pros and cons of both approaches. This is also a very [popular thread interview questions](http://javarevisited.blogspot.com/2011/07/java-multi-threading-interview.html) and most of interviewer are really interested to know what is your point of view while choosing *Thread vs Runnable or opposite*. In this java article we will try to point out some*differences between Thread and Runnable in Java* which will help you to take an informed decision.

## Difference between Thread and Runnable interface in Java

### Thread vs Runnable in Java
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1) [Java doesn't support multiple inheritance](http://javarevisited.blogspot.com/2011/07/why-multiple-inheritances-are-not.html), which means you can only extend one class in Java so once you extended Thread class you lost your chance and can not extend or inherit another [class in Java](http://javarevisited.blogspot.com/2011/10/class-in-java-programming-general.html).

2) In Object oriented programming extending a class generally means adding new functionality, modifying or improving behaviors. If we are not making any modification on Thread than use Runnable interface instead.

3) **Runnable**interface represent a Task which can be executed by either plain Thread or Executors or any other means. so logical separation of Task as Runnable than Thread is good design decision.

4) Separating task as **Runnable**means we can reuse the task and also has liberty to execute it from different means. since you can not restart a Thread once it completes. again **Runnable vs Thread** for task, Runnable is winner.

5) Java designer recognizes this and that's why Executors accept Runnable as Task and they have worker thread which executes those task.

6) Inheriting all Thread methods are additional overhead just for representing a Task which can can be done easily with Runnable.

These were some of notable **difference between Thread and Runnable in Java**, if you know any other differences on Thread vs Runnable than please share it via comments. I personally use Runnable over Thread for this scenario and recommends to use Runnable or Callable interface based on your requirement.

Read more: [http://javarevisited.blogspot.com/2012/01/difference-thread-vs-runnable-interface.html#ixzz2OL4L4ZSr](http://javarevisited.blogspot.com/2012/01/difference-thread-vs-runnable-interface.html" \l "ixzz2OL4L4ZSr)
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